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## AADL: Industry Standard for Modelling Embedded Systems

<table>
<thead>
<tr>
<th>Features</th>
</tr>
</thead>
<tbody>
<tr>
<td>▶ Component-oriented</td>
</tr>
<tr>
<td>▶ HW/SW bindings</td>
</tr>
<tr>
<td>▶ Degraded operations</td>
</tr>
<tr>
<td>▶ Dynamic reconfiguration</td>
</tr>
<tr>
<td>▶ Error handling</td>
</tr>
<tr>
<td>▶ Fault injections</td>
</tr>
<tr>
<td>▶ Timing, probability, hybrid</td>
</tr>
<tr>
<td>▶ Formal semantics</td>
</tr>
</tbody>
</table>
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```plaintext
device type Battery
features
  empty: out event port;
  voltage: out data port real
          default 6.0;
end Battery;

device implementation Battery.Imp
subcomponents
  energy: data continuous
          default 100.0;
modes
  charged: initial mode
    while energy’=-0.02
    and energy>=20.0;
  depleted: mode
    while energy’=-0.03;
transitions
  charged -[then
    voltage:=energy/50.0+4.0]->
    charged;
  charged -[empty when energy<=20.0]->
    depleted;
  depleted -[then
    voltage:=energy/50.0+4.0]->
    depleted;
end Battery.Imp;
```
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device type Battery
features
  empty: out event port;
  voltage: out data port real
default 6.0;
end Battery;

device implementation Battery.Imp
subcomponents
  energy: data continuous
default 100.0;
modes
  charged: initial mode
  while energy’=-0.02
  and energy>=20.0;
  depleted: mode
  while energy’=-0.03;
transitions
  charged -[then
  voltage:=energy/50.0+4.0]->
  charged;
  charged -[empty when energy<=20.0]->
  depleted;
  depleted -[then
  voltage:=energy/50.0+4.0]->
  depleted;
end Battery.Imp;
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► Anecdotes
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